**CS 273 Laboratory 8: Methods and Classes**

This lab gives you practice creating a simple Java class.

**Preliminaries**

In this laboratory, you will create a Java class, Die, that models a six-sided die. Each part of this lab deals with two classes: a Run*X* class, which is provided, and a Die class, which you will create. In each successive part, the Run*X* class makes calls to additional Die methods. You will need to implement these methods as the lab progresses.

**Do not modify any of the Run*XX*.java files for this lab. You should only modify Die.java** even when BlueJ tells you that there is an error in one of the Run*XX*.java files.

There are several RunXX classes. Each RunXX corresponds to the class you should use to run the main method for a given checkpoint. For instance, Run1 should be used for checkpoint 1, Run2 should be used for checkpoint 2, and so on.

**Laboratory**

You will be implementing the Die class in this lab. The following chart provides an overview of the attributes (instance variables) and actions (methods) of the Die class. This is for reference only. You do not need to remember everything in this chart.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Die** | | | | | | |
| **Attributes (Instance Variables)** | **Associated Checkpoint** | **Public?** | **Name** | **Type** |  | |
| Checkpoint 1 | no | currentValue | int |  | |
| Checkpoint 3 | no | size | int |  | |
| Checkpoint 4 | no | xCoord | int |  | |
| Checkpoint 4 | no | yCoord | int |  | |
|  | | | | | | |
| **Actions (Methods)** | **Associated Checkpoint** | **Public?** | **Name** | **Return Type** | **Input Parameters** | |
| **name** | **type** |
| Checkpoint 1 | no | reRoll | void |  |  |
| Checkpoint 1 | yes | paint | void | g | Graphics |
| Checkpoint 1 | yes | roll | void | g | Graphics |
| Checkpoint 1 | yes | Die (constructor) | N/A | (none) |  |
| Checkpoint 2 | no | drawSpot | void | g  xPos  yPos | Graphics  int  int |
| Checkpoint 3 | yes | setSize | void | newSize | int |
| Checkpoint 3 | yes | getSize | int |  |  |
| Checkpoint 4 | yes | Die (constructor) | N/A | xCoord  yCoord | int  int |
| Checkpoint 5 | yes | getCurrentValue | int |  |  |
| Checkpoint 5 | yes | toString | String |  |  |
| Checkpoint 5 | yes | equals | boolean | other | Die |

**Background Information:** Notice the five other classes in your BlueJ Project: Run1, Run2, Run3, Run4, and RunAbstract. Each of these classes, already implemented by Dr. Vegdahl, does the following:

* Creates a Die object by calling your Die constructor.
* Whenever the user presses the Roll button, it calls the Die object's roll method (which you will create below).
* Whenever it needs to repaint itself, it calls the Die object's paint method (which you will create below), and displays a text message that says how many times the die has been rolled.

At this point, if you were to compile your entire BlueJ project, you would have a number of compilation errors in the various Run classes. These errors are because you haven’t finished writing enough code yet to make your Die class compatible with them. Do not change the Run classes; keep coding.

**Part 1: Create a simple Die class**

* 1. Open the project.
  2. Modify the file Die.java (which is presently an empty class definition) so that the class Die contains the following internal state, as a private instance variable.
* currentValue that tells which face of the die is showing (This should always be in the range 1 through 6.)

1. Create a constructor that does not take any parameters. The constructor should only do one thing: call a method called reRoll(). You will implement the reRoll() method in the next step.
2. Create a private method, reRoll(), which updates the currentValue of the die with a new random value between 1 and 6, inclusive. You may find the Math.random() method useful for generating random numbers.

**Hint**: If you multiply a random number generated by Math.random() by 6, this new number will be in the range [0, 6.0), meaning it includes 0.0 and excludes 6.0.

1. Create a public method, roll(). It should not return anything, and it takes a single Graphics object as a parameter (you will need to import java.awt.Graphics first). The roll() method must first call the reRoll() method, and then it should call the paint() method so that the die is drawn to the screen. You will write the paint() method in the next step.

**Design Note**: There is a separate roll() and reRoll() method because one may want to call reRoll() in several places inside the Die class (reroll() is a private method), but outsiders may only roll() the die so that the change is reflected on the screen (roll() is a public method).

1. Create a public method, paint(), which draws the die onto a Graphics object. The method should not return anything. It takes a single parameter: a Graphics object. The paint method should have the following behavior:

* (You will need to import java.awt.Color first.)
* It must draw a single *white* 50 x 50-pixel square with a *black* border. This is the die. If the input parameter is g, then the method may call the drawing methods on g by using the syntax g.drawRect(....arguments here....);.
* The die should be drawn so that the upper-left corner of the drawn die is at (0,0) – i.e., the upper-left corner – of the canvas.
* The currentValue should be printed as *black* text somewhere inside the die. To do so, currentValue must be converted to a String. Integer.toString(int) may help you.
* To perform error-checking, the paint method must check that the Graphics object is not null before attempting any drawing on the Graphics object.

1. Compile the Run1 class, right-click on Run1, and call its main method.

**checkpoint 1 (20 points): Show your lab instructor or assistant the executing program.**

**Part 2: Modify the paint method in the Die class so that it draws a die with spots (a.k.a., pips)**

1. Create a private method, drawSpot(), that takes three parameters: an x-coordinate, a y-coordinate, and a Graphics object. It should draw **ONE** filled circle with a diameter of 10 pixels, **centered** at the given x-coordinate and y-coordinate.

For example, if you pass this method an x-coordinate of 0 and a y-coordinate of 0, then a pip should be drawn with its center at the top left corner of the die.

1. Modify the paint method so that it draws a die with filled black spots **rather than a single digit**. For example, if currentValue is 2, your paint method should display 2 dots. You will likely have to treat each of the 6 possible die-values as a special case. A switch statement may be useful here. The paint() method should call (invoke) the drawSpot() method to draw each spot on the die.

**Note:**

* **The pips must not touch the edges of the die** and must be drawn in traditional dice format: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAA3CAYAAACo29JGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAA+tJREFUaEPtmktIG1EUhvNoGiRd1BhJXIkU1Ij4aGKELBQR0SI10ahVIyhUtxJT8NWFCxEXxS5ERVGk1YW6EEQsIojiwkIKwVZFKhbsQtCsggWFqdHTc0Ij8ZE4gSTMhLkwTAh3Mue7/33knvuLRQFKWVmZXKVS6Vwul/b4+FiJd835+fmTQPWj9X1cXNzfpKQkV2pqqksul29jXD83Nzc9rN5fU1PzzGAw2PDh3/X19Uxvby9MTU3BwsICZ66RkRHo6emB0tJSJjc391txcfEbEiMoYF1dnT49PX27r6+POT09BT6Ug4MDaGlpYbKysr7k5eVpHgSsrq42GI3Go5WVFT4w3YrR4/HA0NAQYG9z5OTkJN4CLCwsfK7Van+srq7yDsw/4MHBQUCWTzqdTuYDFOfn57/HrshrMAr+6uoKqqqqmJKSkldeOPygyMzMdLndbt7DEcDW1hZgL1zGiVAiMplMrxsaGmICjCAuLy9Br9e7sXuqRGlpae9oao2lgksYNDY2GkWJiYkfl5aWYokN7HY7NDc3m0Tx8fGf19bWYgquu7sbmpqaLAIc32QVlOObYr54BeUE5TjYAkK35KAorEISlGPVTCwqHR4ewujoKKUDoKKiAtrb22Fubg7Ozs5YPB16lagod3FxAR0dHaBWq0EikQBuH72XWCwGmUxG+y5YXFwMPfpHnog4HKYBwWq1glQqvYHywfnflUoljI+PhxUw4nBtbW2PgvkgcdsF4dyZRBTO6XRCQkJCUMXuqlhQUAAMw4RFwYjCDQwM3BpjD3XHu9/hvhIcDgf34TATHJJqvklmenqa+3CYNwwZjiaesbEx7sOZzeaQ4WipmJ2d5T4cZdP81zU2Y06j0cD+/j734fDIC5KTk1mrR4s6rYnX19fch6MIh4eHAc/PWAGmpKTA3t5eWMDoRyK6FNALKG/f1dUFCoUiICApRmDr6+thA4sKHL2Eutn8/Dylt72QNA5pVqQ7/d/EYzPY2dkJK1jU4HxR0x/ojY0NmJiY8J6jzczMwO7urlfdSJSId8tIBM32NwU4ti3FtXqCclxThG08gnJsW4pr9QTluKYI23hulEPz2ofl5WW2z/Gins1mo2Njc2y7GWLahxLTDiJMAXi9X/39/bwYT8GCvOf9Iv/Xf9fed3Sc8hqQdv93XXteg5vFYtEXFRUd0b6Lb4U2xZOTk4BG2Pt+S583sba29mVGRoYTuyhzcnLCC0bKmLW2tjKo2DwOL3VQK7DP44zHS78qKyu9HmdqFa55nDs7O6G8vPxPdnb2V1YeZ39qVPApWhV1OJu+xc92Ll3Y/ezY8FZM/r5AMaSB1PoHbCbVA2naSoAAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAA3CAYAAACo29JGAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAlwSFlzAAAh1QAAIdUBBJy0nQAABRJJREFUaEPtmlko/WkYxx37VqYx01guJPte4x/hggtiCJMhWbINiht7QiFc0MSNcKEwN2qUG+FCSsjynxpMtlHKRJZjyb4c2zPP86vfyTn/c/7OORfTo85bbznO7+08n/f7e3/P+3ufr8RATYuJiTFzdnYOvLy89FpeXv5WKpXa3d7eGqu7/v/6v4WFxaO9vb3U1tZWamNjszw2NvYP/vazRr9fXFxsnZGRURoaGvpvZGSkrKamBrq6umB4eJhN7+vrg4aGBsA4Za6urn+6u7unkhhfBayqqvoUHR29nJ2dLVtbWwNO7fX1FZ6enoROf4vt9PQUWltbCXLMycnJTiVgbW1tUEhIyE5bWxs8Pz+z4bq7u4PZ2Vmorq4mpYReXl4OExMTgMtEHufk5CRg/J8R8nsFwJKSkm9SUlL+bmlpYQNF6mxsbEBcXByYmZkBBqzQjYyMIDw8HFZWVuRKTk9PA8INBAYGmoiAEpyJuqSkJEFyLo2C9vDw+AJKGRJhYGFhQQ6Id57M0dHxJwGuoqLCKj4+XjozM8OFC46OjiAoKOhdMBHUx8cH9vb2hPivrq7AxcVlFL8zNOjt7Y0PDg5mpVpHRwfQbaeskrrPEokE6uvr4eXlRQDMyck5x3TxncHQ0FBFWloaG9Vubm4gKipKYzAR2NfXF2gsNUpdDg4OoQb4lOwoLS1lA7e7u0uBaQ1nYmICh4eHAsfo6ChYW1snGuTl5f1OiZpL297eBtx5aA2HOxegsdQoLZiamv7CDu7g4ADc3Nx0gjs5OeEN9/j4CKmpqVrD4VYR7u/vecNRdOPj42BpaakxoLGxMQwODspzHdvbkuBoW1VYWAiGhobvAtI1pLT4pGS95sQHG75iQXp6OpAq6vIb5cKEhAR5AhfHslZODPLi4gIoofv7+4O5ubmgJHV8EoKnpyc0NzcDvRUotw8BR0HTBppUnJ+fh/7+fqFPTU3B/v6+fEfyYeF0yb8fRjk9nNIM6JXT5ZbgMEavHAcVdIlBr5wus8ZhjF45DiroEoNeOV1mjcMYvXIcVNAlBr1yuswahzF65egV/+zsTKiTLS4uwvr6OhwfH6t9veegmkanX1QSamxsBCzkAZ3DU6fTpoCAAKirq4OdnR0uLNodEKF7QYBQV0aiEyg/Pz+Ym5tTqE9zoVW75ra2tsDLy+vdw1A6S0QXASwtLXFhksehEk4mkwmnt1TM06TwR9clJibC9fU1K0CVcPTgsLKy0ghMhKczfapJc2oq4drb2zVWTYQj9Zqamjixqa7PlZWVaaWaCJiVlcUfrrKyUie4/Px8nnBorPmNHDnUBgYGtHIRkHKULnp6eljBjYyMUE38ZwU3AxUX7OzstFIPLRGwubnJCk7uZnjrQyEfB+1KNPWA0HVo0mHlFaNZlvtQlB1E5+fnQkHvvaomfR8bGyuUlzg1BQcRrhu590t04JArgMq2VPBTlczJaIa2RSDnAbem4P0i/xe59pKTk1coz4nt4eEByAWH5lLBh4VmMWETXVBQINgBRecAJzja6+LWUcG1Jxjc0En0Cd2xO93d3QpriNQkzyPagYVCPCcv5tuJJU8mWhS/9FuK3kR0yv6I6+iv3Nxc2erqKidR1MZCa56cslgj/wM92T981QosepzDwsK20RIsI4dqZ2cnG38zea1FjzNu8q8QaF4jj/NbanTOmhYVFQVmZmb+irNS7u3tzapHRERkoGnbBeM0UqfWf49FAWw0u/bbAAAAAElFTkSuQmCC) ![](data:image/png;base64,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) ![](data:image/png;base64,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) ![](data:image/png;base64,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) ![](data:image/png;base64,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)
* Again: each call to drawSpot() should only paint one spot. Your code should call drawSpot() multiple times when you want to draw multiple spots.

**checkpoint 2 (20 points): Call the main method of the Run2 class to show your lab instructor or assistant the executing program.**

**Part 3: Add a method that allows you to change the size of a die**

**Background Information:** The Run3 class implements the same behavior as before. In addition, it changes the size of the die. It does this by invoking the setSize() method in this line of code:

myDie.setSize(150);

The + Size button on the interface increases the size of the die and the - Size button decreases the size of the die. Each click of the button changes the die size by 10 pixels in each direction.

As you increase or decrease the size of the die by pressing on the buttons, **the die and its pips should scale in size accordingly.**

1. Because Die objects may now have different sizes, you need to store the size of a die as part of its state. Thus, you should add a private instance variable to your Die class that gives its size in pixels.
2. Add a public method, setSize(), that takes one int parameter, and sets the size of the Die to the value specified by the parameter. It should not return a value.
3. Add a public method, getSize(), that takes no parameters and returns the size variable you created in step 1 above.
4. The initial size of the die should be 50 before setSize() is ever called. This means that the Die constructor should call setSize(50).
5. Modify the paint() method so that it draws the die as an NxN-pixel square where N is the value of the new instance variable. Next, modify drawSpot() so that the spots on the Die scale along with the die – i.e., when the die gets bigger, they should get bigger and their positions should “stretch out”. E.g., if there is a spot in the center of the die (like when you roll a 1, 3, or 5), it should stay in the center regardless of the die’s size.

**Requirement:** the scaling of both position and size of the pips should happen within drawSpot() – the calls to drawSpot() inside paint() should remain exactly as they are!

**Hint:** since you originally coded the positions of the pips for a 50x50 die, the scale factor (i.e., position multiplier) for the pips will be the die’s current size divided by 50.

**Hint 2:** You must have the division part of the scale at the very end of the math or you will lose values In the Int conversion for drawSpot().

**checkpoint 3 (20 points): Show your lab instructor or assistant the executing program.**

**Part 4: Draw a second die at a different position**

The instructor’s code in Run4 will attempt to create \*two\* dice this time. The first die will be at the same position as before -- i.e., top-left corner at (0,0) – whereas the second die’s top-left corner will be given an x-coordinate of 210 pixels and a y-coordinate of 50 pixels. Here are the lines of code in Run4 that make the two Die objects:

myDie = new Die(0, 0);

myDie2 = new Die(210, 50);

Your job is to modify your Die class to make those things happen.

* 1. Give the Die two more private instance variables:
* an x-coordinate to represent the upper left-hand x-coordinate of a die
* a y-coordinate to represent the upper left-hand y-coordinate of a die

2. Create a second constructor that takes two parameters: the x and y positions. The constructor has two steps.

* First, it should call your other constructor (so you don’t have to copy-paste all the code from it!) with this code: this();
* Second, it should initialize the two new instance variables using the two parameter values.

3. Change your code in paint() so that the second die shows up at the correct position.

**Requirement:** adjusting the position of the pips should happen within drawSpot() – the calls to drawSpot() inside paint() should remain exactly as they are!

**Hint:** paint() anddrawSpot() can directly access the x- and y-coordinate instance variables you just made; you don’t need to pass them in as parameters.

**checkpoint 4 (20 points): Show your lab instructor or assistant the executing program.**

**Part 5: Get the die value, convert the die into a character-string, and identify whether two dice are equal**

**Background Information:** The Run5 class prints a message stating whether the current dice denote "doubles", that is, if the two die have the same value. You might need to make the window bigger to see where it prints this message – it’s at the very bottom of the interface.

Due to this new functionality, it is necessary to implement three additional methods in the Die class.

* 1. Create a public method, getCurrentValue(), that takes no parameters and returns the value of currentValue of a Die object.
  2. Create a public method, toString(), that takes no parameters and returns a String object. The String object returned should be a String containing a single character, where the character corresponds to the currentValue of the Die object. For example, if currentValue is 4, then the String returned should be "4". Here is a method for converting an int to a String: Integer.toString(int)
  3. Write a public method, equals(), that takes a Die object as its only parameter. It should return a boolean value that tells whether the face value, or currentValue, of “this” Die and the second Die (passed in as a parameter) are equal. The Run5 class determines if two dice are equal by invoking the equals operation, as in:

if (myDie.equals(myDie2)) ...

**Java fact:** actually, every object type in Java (including built-in object types like Strings and user-defined object types like the Dies in this lab) automatically has an equals() method. By default, it is defined like this:

public boolean equals(Object obj) {

return (this == obj);

}

In other words, it just uses == to compare the two objects. Java’s default behavior for the == comparator basically asks, "are they the same object?"; in other words, are they at the same location in memory. Because we are comparing two separate Die objects, this default equals() method (or just doing myDie == myDie2) will always return false. But if you define an equals() method in the Die class, it will overwrite the default equals() method for all Die objects, and you can make it do whatever you want!

Your task is to write an equals() method that returns true if the dice are showing the same value.

Use getCurrentValue() to get the current value of the other die. It’s not actually necessary in this case because private instance variables are accessible to objects of the same object type, but it’s a reminder that you will usually need to use getter methods to access the private instance variables of other objects.

**checkpoint 5 (20 points): Show your lab instructor or assistant the executing program.**